A methodology based on openEHR archetypes and software agents for developing e-health applications reusing legacy systems
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ABSTRACT

Background and objective: In Pervasive Healthcare, novel information and communication technologies are applied to support the provision of health services anywhere, at anytime and to anyone. Since health systems may offer their health records in different electronic formats, the openEHR Foundation prescribes the use of archetypes for describing clinical knowledge in order to achieve semantic interoperability between these systems. Software agents have been applied to simulate human skills in some healthcare procedures. This paper presents a methodology, based on the use of openEHR archetypes and agent technology, which aims to overcome the weaknesses typically found in legacy healthcare systems, thereby adding value to the systems.

Methods: This methodology was applied in the design of an agent-based system, which was used in a realistic healthcare scenario in which a medical staff meeting to prepare a cardiac surgery has been supported. We conducted experiments with this system in a distributed environment composed by three cardiology clinics and a center of cardiac surgery, all located in the city of Marília (São Paulo, Brazil). We evaluated this system according to the Technology Acceptance Model.

Results: The case study confirmed the acceptance of our agent-based system by healthcare professionals and patients, who reacted positively with respect to the usefulness of this system in particular, and with respect to task delegation to software agents in general. The case study also showed that a software agent-based interface and a tools-based alternative must be provided to the end users, which should allow them to perform the tasks themselves or to delegate these tasks to other people.

Conclusions: A Pervasive Healthcare model requires efficient and secure information exchange between healthcare providers. The proposed methodology allows designers to build communication systems for the message exchange among heterogeneous healthcare systems, and to shift from systems that rely on informal communication of actors to a more automated and less error-prone agent-based system. Our methodology preserves significant investment of many years in the legacy systems and allows developers to extend them adding new features to these systems, by providing proactive assistance to the end-users and increasing the user mobility with an appropriate support.
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1. Introduction

In most countries, the conventional healthcare model will soon become inadequate, due to the increasing healthcare costs for the growing population of elderly people, the rapid increase in chronic disease, the growing demand for new treatments and technologies, and the decrease in the number of health professionals relative to the population increase [1]. Recently, the United States Census Bureau estimated that the expected number of inhabitants in the United States older than 65 will be approximately 70 million in 2030, twice that in 2000 [2]. In Ontario, the most populous province of Canada, healthcare is expected to represent 66% of government expenditure in 2017, and 100% in 2026 [3].

Currently, most healthcare organizations rely on legacy information systems, which are difficult to maintain and evolve since they are not flexible enough to incorporate the new requirements frequently demanded by the end-users [4]. Many legacy information systems have been designed to support end-users working in static organizations, and they typically do not profit from recent advances in Information and Communication Technologies (ICT) [5]. In addition, information exchange between these systems still requires users’ intervention and telephonic conversations between these users, while the expenses for redesigning or replacing these systems are often huge mainly due to their poor structure and complexity [6].

In Pervasive Healthcare, ICT is applied to support the provision of health services anywhere, at anytime and to anyone [7]. In order to interoperate in Pervasive Healthcare environments, heterogeneous Electronic Health Record (EHR) systems require the use of communication standards [8,9]. openEHR [10] is a foundation dedicated to the research on interoperable EHR, and has defined an open architecture based on a two-level model that separates information from knowledge. openEHR prescribes the use of archetypes for describing clinical knowledge, in which an archetype is a structure employed by a domain expert to represent some specific knowledge within this domain.

Software agents [11] are entities that employ Artificial Intelligence techniques to choose the optimal set of actions to be performed in order to achieve the goals specified by their users. They can communicate with each other and with their users, and they have properties such as sociability, proactivity and autonomy, which allow them to support their users in their daily activities. The cooperation and coordination abilities of two or more agents can be combined through the use of well-defined communication rules for building a Multi-Agent System (MAS) to cope with complex tasks [12]. In healthcare, software agents can help healthcare professionals exchange healthcare information during their routine tasks [13,14].

This paper proposes a methodology that employs openEHR archetypes and software agents to cater for the interoperability between legacy healthcare systems. In this work, we explored the challenges of creating archetypes in the cardiology domain using the archetype methodology and tools to formalize the representation of clinical information within the EHR. Furthermore, we investigated the challenges of importing and integrating archetypes into the healthcare applications. We studied several healthcare environments and identified the following main requirements that make agent technology suitable to be used in these environments: deal with the distributed clinical information to be shared by the stakeholders; provide a fast and safe communication among healthcare professionals and patients; keep the autonomy of healthcare providers; and gather clinical information proactively from heterogeneous healthcare information systems. Our challenge has also been to keep the original legacy application running while moving to a pervasive healthcare model, making use of new technologies and skills.

As a case study, we designed a system using our methodology that supports the preparation of a cardiac surgery by reusing legacy Hospital Information Systems (HIS). The remainder of this paper is organized as follows: Section 2 introduces the organization and problems of the Cardiac Department of a hospital in the city of Marília (São Paulo, Brazil) that inspired our research; it provides some background on the openEHR model and archetypes; it discusses the software agents employed in this methodology; and it discusses some related work. Section 3 presents the proposed methodology; Section 4 describes the case study and discusses our evaluation results; and Section 5 gives some concluding remarks and topics for future work.

2. Background

2.1. Initial situation

Cardiac surgery is one of the best examples of teamwork in surgery, since it requires the full integration of individual efforts with maximum efficiency to make sure that each action plan is performed successfully [15]. Cardiac surgery is performed by a work group of highly trained staff, here named Heart Team, which consists of a cardiovascular surgeon, who leads the surgical team; an assistant surgeon, who follows the instructions of the cardiovascular surgeon; a cardiovascular anesthesiologist, who administers the drugs to keep patients asleep during surgery; a perfusionist, who operates the cardiopulmonary bypass machine; and cardiovascular nurses, who are specially trained to assist during the cardiac surgery.

The Center of Cardiac Surgery of Marília (CCCM) is the Cardiology Department of the Santa Casa Hospital that provides ongoing follow-up care for the cardiac surgery procedure in Marília and surrounding cities, and it has a clinical HIS, named CCMSys, to keep track of the care provided to its patients. The scheduling of cardiac surgeries involves a procedure that consists of the following steps: (1) check the availability of resources in Santa Casa Hospital, such as blood bank, Intensive Care Unit (ICU) and surgical center operating room, since Santa Casa has one blood bank, eight ICU beds, and two operating rooms; (2) set a date for a meeting of the Heart Team to discuss the surgery, for which medical reports containing information on the patient’s EHR need to be obtained in advance from the cardiology clinics in which the patient has been treated; and (3) notify the patient about the time slot when the surgery is expected to take place. Quite often, the actors involved in this procedure (and in other clinical activities) rely on informal offline communication (telephone or fax) to perform their tasks.
Fig. 1 shows the original CCCMSys as a two-layered system: (1) an information system infrastructure (back-end) consisting of heterogeneous hardware, software and databases running in a computer network; and (2) the Web-based CCCMSys front-end. In addition, human actors, including the healthcare professionals of the cardiology clinics and Santa Casa Hospital units, exchange information related to their clinical activities via telephone or fax using the phone service.

We investigated the legacy healthcare information system (CCCMSys) and the healthcare organizations, which exchange clinical information with the Cardiology Department (CCCM) in order to properly understand their daily tasks and organizational processes. In the daily tasks of the CCCM, we observed several facts concerning its scheduling of cardiac surgeries:

1. The CCCMSys does not inform the Heart Team members automatically when the resources necessary for the prevention and treatment of diseases become available, such as blood of proper type, the surgical center room and ICU beds;
2. The healthcare professionals who use the legacy healthcare information systems in the Cardiology Department of the hospital spend extra time searching and retrieving clinical information about their patients when using the legacy system. Therefore, Heart Team members have less time available for their main medical activities due to the extra time spent by using these legacy systems;
3. In synchronous communication forms, such as in a phone call, the participating parties must both be present for the communication to take place and, therefore, time is wasted if one party cannot reply to the other;
4. Even though some cardiology clinics keep medical reports online, the quality of these reports depends on human factors. For instance, any error by an assistant, such as exchanging clinical information of two namesake patients when requesting medical reports from a physician, may have consequences for the patient’s treatment; and
5. Assistants are responsible for the scheduling of cardiovascular treatments and the notification of appointment dates to patients. If patients miss their appointments, time is wasted, obstructing the provision of healthcare and decreasing the number of patients that can be attended.

2.2. openEHR and archetypes

The openEHR architecture was developed based on a two-level modeling approach, as shown in Fig. 2. On the first level, a common Reference Model (RM) was defined in terms of a pre-defined set of classes that model the structure of an EHR; and on the second level, specific concepts were defined by restricting the RM classes in terms of so-called archetypes, expressed in the Archetype Definition Language (ADL) [10,16,17].

An archetype consists of a formal model of a domain concept, designed by a domain expert and not by an ICT professional, which can be translated to any implementation.
language. In accordance with the two-level modeling approach [18], data from users are stored according to the RM, but must also comply with the concepts expressed by the archetypes. This separation should facilitate the interpretation of the knowledge extracted from the messages exchanged between health systems in various medical applications.

In the openEHR RM [18], the COMPOSITION class refers to one or more instances of the SECTION class, each containing ENTRY objects. The ENTRY class represents the clinical content recorded during a patient Observation, Examination, Assessment or Intervention. ENTRY is defined as an abstract type that has four concrete subclasses: (1) OBSERVATION, which can be used to represent clinical observations, such as the measurement of blood pressure; (2) EVALUATION, which can be used to represent assessments made after a clinical observation is completed, such as risk assessment; and (3) INSTRUCTION and (4) ACTION, which are both typically used to represent surgical procedures, medication and other clinical interventions, and the taken actions, respectively. The ACTION subclass describes what was done and committed to the EHR as the result of an INSTRUCTION.

The Clinical Knowledge Manager (CKM) [1] is the openEHR archetype repository, and contains a set of archetypes that can be reused in various healthcare applications. In our experiments, we have reused some CKM archetypes, such as Device Details, Result Report, ECG Recording, Patient Admission and Clinical Synopsis, but we have also developed new archetypes to represent clinical concepts within the cardiology domain, such as Cardiac Surgery, Pacemaker Implantation, Angioplasty Cardiac and Pacemaker Evaluation [8].

According to the openEHR specifications [10], an archetype consists of three sections: (1) header contains a unique identifier for the archetype, and includes some descriptive information, such as author, version, and status; (2) definition expresses the restrictions in a tree structure created from the RM, and this structure ensures that both the cardinality and the content of the information model instances comply with the archetype; and (3) ontology contains the code that represents the meaning of nodes, the constraints on text and terms, and the bindings to terminologies, such as, for example, SNOMED-CT [2].

Fig. 3 shows an excerpt of the Cardiac Surgery archetype, which was defined according to openEHR: header includes the name of the archetype (line 1); definition (lines 3–13) contains the structure and restrictions associated with the clinical concept defined by the archetype; and ontology (line 14–20) includes the terminological definitions and associates the linguistic expression “Cardiac Surgery Procedure” with the code “at0000”. In this example, Cardiac Surgery specializes the ACTION class (line 4) of the RM, the CLUSTER part (line 8) refers to the procedures and opening cavity for cardiac surgery and consists of an ELEMENT (line 10) with a value of type DV_TEXT (line 12) that should contain some textual description.

The archetype formalism has been used to represent clinical practice guidelines, allowing healthcare professionals to access clinical information during consultations. Studies have shown that archetypes help reduce medical errors, standardize clinical concepts and improve the quality of care [19–22].

---

2.3. Software agents

An agent is a computational entity with autonomous behavior, which allows it to take decisions and perform its own actions [11]. A software agent is an entity that operates continuously and autonomously in a particular environment and is capable of intervening in this environment without requiring constant human guidance. According to its intelligence level, an agent can be classified as cognitive, if it has significant cognition abilities, or reactive otherwise. An agent is able to move in its environment, e.g., by traveling between several hosts in a computer network. Although multiple agents can inhabit a common environment, each agent must have its own purpose and characteristics in order to ensure its autonomy [23,24].

Agents in a Multi-Agent System (MAS) require the use of a language they all understand to guarantee proper information exchange. The Agent Communication Language (ACL) [25], proposed by the Foundation for Intelligent Physical Agents (FIPA) [26], is often used for this purpose. The FIPA specifications prescribe the rules for developing multi-agent systems. FIPA-ACL is based on the theory of speech acts, and benefits from the formal definition of its performative library [27] with communicative acts, such as INFORM, REQUEST, REFUSE, QUERY, IF, CONFIRM and AGREE. A FIPA-ACL message is encapsulated as one of the message attributes (content), and the FIPA Semantic Language (FIPA-SL) can be used to represent message content, since it is based on first-order logic, enabling the agents to precisely express the properties and relations between objects of a specific domain.

Multi-agent platforms, like JADE [28], JASON [29] and JACK [30], are software frameworks that support the implementation and execution of MAS. Regardless of the differences in scope and objectives, they mostly provide facilities to developers, such as agent communication languages and monitoring tools. In our work, we employed the JADE platform since it provides an efficient messaging service, and it offers a better performance for running a MAS in a distributed environment, if compared with most of the other available agent platforms [31–34]. JADE is FIPA-compliant and allows an interoperable MAS to be implemented in Java [35]. The JADE platform allows the coordination of agents and enables them to communicate with each other using the standard FIPA-ACL communication language. According to Refs. [36, 37], “JADE uses the Behavior abstraction to model the tasks that agents are able to perform, allowing agents to instantiate behaviors according to their needs and capabilities”.

JADE supports ontologies, which help define the names and types of data to be used in the communication between agents, according to the syntactic rules of the related content language (FIPA SL) [38]. Agents can declare the ontology they apply to interpret the message they exchange. Exchanged messages can be interpreted unambiguously by all participants by using an ontology, since each message encodes some particular information expressed in the ontology, and agents ascribe the same meaning to the content of the messages [39–41]. Several types of ontology schemes can be defined by applying the following stereotypes [38]: concept denotes ontology concepts; predicate denotes expressions that relate concepts to one another and can be evaluated as true or false; and action denotes actions that can be performed by an agent.

In JADE ontologies [38], concepts are expressions used only for interpretation, which represent entities of the real world and correspond to unary predicates in first-order logic, while predicates and actions are represented in the exchanged messages. Fig. 4 shows an ontology example used for device location [42]. Fig. 4(a) shows the Device and Person concepts, the Owns predicate, which indicates that a device has a given owner, and the Locate action, which indicates that an agent must locate the owner of a device. Fig. 4(b) shows two FIPA-ACL messages indicated with the FIPA-performative REQUEST and INFORM. The locator agent sends a request message (REQUEST) to the device agent. The message is written in FIPA-SL and its content is related to OntologySMSCCS. The message indicates that the MAC address F8:DB:7F:81:4B:5C of a device was located. In its turn, the device agent returns an informative message (INFORM) to the locator agent. The message indicates that the owner of the device with MAC address F8:DB:7F:81:4B:5C is the person called moraes.

---

Software agents have been applied in the healthcare domain to deal with several issues [43–48], such as: to maintain the autonomy of the team members; to integrate the clinical information obtained from heterogeneous sources; to adapt user interfaces based on user requirements and clinical information; and to coordinate clinical information exchange in distributed healthcare environments. In this work we advocate the use of agent technologies to automate part of the healthcare professionals’ daily tasks, giving support to the decision-making steps, and to share clinical knowledge related to their patients.

2.4. Related work

Many e-health applications built with software agents and complying with healthcare standards have been reported in the literature.

An MAS for controlling the medication of patients as well as the available stock of medicines is proposed in Ref. [49]. That work has some similarities with ours, since both use MAS to control clinical tasks. However, in Ref. [49] healthcare standards are not employed to enforce interoperability at the message level between agents, which brings difficulties when sharing and reusing legacy systems. This solution does not solve the interoperability problem.

A distributed coordination framework for dynamically exchanging EHRs between health communities is proposed in Ref. [50]. These communities are connected by means of a P2P model, and they use a multi-agent platform and a set of distributed rules to coordinate the agents in the search of specific health records. This work has some similarities to ours, since both use MAS for coordinating the exchange of EHR content and focus on integration healthcare information systems, but their work does not employ a healthcare standard for the exchange of clinical concepts. Our work employs the openEHR dual model for exchanging patient clinical information in order to improve the semantic interoperability between heterogeneous healthcare information systems.

In Ref. [51], a virtual organization, for the procurement of organs and tissues for transplantation purposes, is proposed as an electronic institution, and described by means of an institution specification language. For managing and processing of the huge amount of data involved in this procurement, an agent-based architecture is also proposed. This work has some similarities with ours, since both use MAS to deal with distributed healthcare information, but it does not employ openEHR standards. Furthermore, the main concern in our work was to preserve the investment in the legacy systems by allowing developers to add new features to them, while in Ref. [51] the main concern was to preserve privacy, security and trust in relation to matters such as agents’ access to patient records. These are issues that we intend to investigate and incorporate in our system in future work.

A communication system is reported in Ref. [52] in which mobile devices recognize the context in which healthcare professionals perform their tasks. The authors propose an extension of the traditional Instant Messaging paradigm by using the Extensible Messaging and Presence Protocol (XMPP) for exchanging XML messages. These messages contain contextual information, including the essential information that allows the system to deliver messages. Similarly to our work, in this system, agents are responsible for message exchange. However, the system reported in Ref. [52] does not apply any standard language for agents’ communication, and it disregards healthcare standards for the exchange of clinical concepts. This system does not apply a standardized ontology for capturing the meaning of the message content exchanged between the agents either, so that interoperability is not guaranteed in this system.

A proposal for the representation and persistence of clinical data of patients as well as contextual information in ubiquitous applications is described in Ref. [53]. This work is based on the openEHR two-level modeling, and the persistence solution stores an XML representation of a reference model indexed with data paths defined in archetypes. This work has some similarities to ours, since both use the openEHR two-level modeling. However, this work does not take advantage of an agent communication language for the exchange of patient clinical data.

An approach to provide interoperability between self-care systems when they exchange non-clinical information alongside clinical data is proposed in Ref. [54]. This work is based on the use of web services for the communication between heterogeneous systems, where SOAP messages are defined for transporting the Personal Health Record (PHR) content in structures of the so-called Health Diary Entry (HDE). This allows the use of external vocabularies and ontologies in order to achieve semantic interoperability. This work has some similarities to ours, since we both deal with the interoperability of heterogeneous systems by using healthcare standards. However, this work does not use software agents, which could be provided with a flexible interaction mechanism for allowing them to cooperate by carrying the PHR content.

K4CARE4 [55–57] is a large European Union (EU) project whose main goal is to design, implement and validate a new Home Care Model (HCM) for helping manage the home care assistance required by the increasing EU senior population. Two specific goals of this project are the development of an Electronic Home Care Record (EHCR) with a structure and communication based on HL7 standards, and a multi-agent platform for allowing the actors to interact through the HCM and to access the EHCR. A translator agent enables the communication between this platform and external HISs employing different standards, since a special translation schema is provided for this particular communication. This work has several similarities with ours, since both use MAS for controlling clinical tasks and healthcare standards for message exchanging, but it focuses on the specific Home Care domain while our work targets the healthcare domain in general. Furthermore, our Agent-based CCCMSys employs openEHR dual model standards, and uses an openEHR Gateway for enabling communication with external HISs.

3. Development methodology for e-health applications

Fig. 5 gives an overview of our proposed development methodology represented according to the Structured Analysis and

4 http://www.k4care.net/.
Design Technique (SADT) [58]. In Fig. 5 the activity arrows have the following semantics: Input represents entries to be transformed by the activity; Output represents results produced by the activity; Control represents means that influence activity execution but are not consumed (i.e., languages, standards); and Mechanism represents means for executing the activity (i.e., machine, computer, person or tool) [9].

Fig. 5 shows that our methodology comprises two phases [59,60]:

1. Domain Engineering (DE), where healthcare domain models are defined using openEHR archetypes, and agents are modeled in terms of behaviors, which are specified in terms of action operations that represent the tasks an agent is able to perform [37]. These models are used to support application modeling, allowing code to be generated that handles the agents in combination with the openEHR archetypes. The reusable domain artifacts generated in DE phase are the specified archetypes and modeled agents. These artifacts are stored in an Artifacts Repository to be reused in the next phase; and

2. Application Engineering (AE), where applications are developed according to the application requirements specification. In this phase, new applications are derived from the reusable artifacts produced in the DE phase. The application artifacts include all models designed according to the application requirements, and the source code generated by the Application Engineer [61].

The advantage of this separation is that two concerns are kept separated [62], namely, (1) to build reusable and flexible domain artifacts and (2) to build specific applications by reusing available artifacts, adding in this way value to the legacy systems of the related domain.

3.1. Domain engineering (DE)

The DE phase involves the Domain Specification (DS), Domain Design (DD), and Domain Implementation (DI) activities, as shown in Fig. 6.

3.1.1. Domain specification

In the DS activity, the healthcare domain requirements are elicited, specified, analyzed and represented in models that express knowledge about this domain. Examples of healthcare domain requirements are requesting laboratory results, making an appointment and checking the availability of resources. The DS main actors are the Domain Expert and the Domain Engineer. Domain Experts are the stakeholders who have adequate clinical knowledge to ensure that the developed archetype models are aligned with the end-users’ requirements.

For modeling clinical concepts, all items to be represented should be known. Any stakeholder working in the healthcare environment can gather the initial clinical information used in clinical practice. In order to support the premise that “an archetype is defined as the maximal data set for generic clinical concept” [63], item categories and their value ranges have to be identified from existing sources, such as datasets, healthcare information systems, electronic-based and paper-based publications and healthcare standards. These categories have to be combined into significant clinical concepts.

In this activity, the Domain Expert analyzes the previous documentation system in order to identify all the relevant items, which are represented as concepts. The goal of this activity is to define a hierarchical structure that classifies these items depending on their clinical meaning. From this hierarchical structure, the concepts are examined to identify overlapping items and structures. The Domain Expert retrieves the relevant archetypes from the CKM repository and specifies new
archetypes using the Archetype Editor, guided by the openEHR AM specifications in ADL.

The outputs of the DS activity are the specified archetypes, which conform to the openEHR reference and archetype model and represent existing standard specifications and technical attributes, such as data constraints, occurrences and cardinalities. Fig. 7 shows the specified cardinality of the Blood Match archetype designed by the Domain Expert. Fig. 7 also shows the constraints expressed in this reusable archetype, such as its occurrence (0..1), type (Boolean) and values (true or false).

The Domain Engineer analyzes the current system in order to understand its goals, limitations and requirements, and then describes the activities and use cases of the system, by
identifying the agent types. The Domain Engineer can model these agents with the Eclipse Agent Modeling Project (AMP)\footnote{http://eclipse.org/amp/} plugin. The outputs of the DS activity are the activity diagrams for the agents’ behavior specification and use case diagrams that represent the actor’s interaction with the environment. Fig. 8(a) shows an excerpt of the activity diagram that describes the sequence and conditions for coordinating agent behaviors for requesting resources, and Fig. 8(b) shows an excerpt of the diagram that provides a high-level view of the use case in which the physician actor requests for resources in a healthcare environment.

3.1.2. Domain design

In the DD activity, the deliverables of the DS activity are used for defining the domain terminology, in which the Domain Engineer focuses on concepts, actions, predicates and their relationships in order to design the ontologies for the different agent components. We adopt the following conventions to design the domain terminology: “concepts” are denoted with substantives, such as Patient, Physician, Blood type and Resource; “actions” are denoted with verbal phrases, such as MakeAppointment, RequestResource, RequestForMeeting, BloodMatch and RequestMedicalReport; and “predicates” are denoted with Boolean assertions that are evaluated as true or false, such as hasBloodType, hasICUBed, and hasOperatingRoom. Fig. 9 shows the ontology class diagram, which describes the structure of the concept BloodType, action BloodMatch and predicate HasBloodType, which are used in the content of the messages exchanged by agents in this domain. In the DD activity, the agent types and their roles are identified, especially the agent behavior. For example, an agent of type PhysicianAgent can play the roles of surgeon or anesthesiologist. The agent interactions are defined to determine how, what and when the various agents communicate.

The DD outputs are the sequence diagrams that model the interactions between agents and the class diagrams that represent the internal structure, behavior and relationships among the agent types.

Fig. 10 shows the sequence diagram for requesting resources that represents the negotiation between the agents involved.

For instance, a message is annotated with the cfp (call for proposal) FIPA-performative indicating that it should be multicast from an Initiator (ResourceAgent) to n Participants (IntensiveUnitAgent, SurgicalCenterAgent and BloodBankAgent). In this example, the BloodBankAgent participant sends a refusal message to this call for proposal, while SurgicalCenterAgent and IntensiveUnitAgent send proposals. A proposal can be accepted, which has been the case for the proposal from IntensiveUnitAgent, or rejected, which has been the case for the proposal from SurgicalCenterAgent.

Fig. 11 shows the class diagram of agents and behaviors involved in requesting resources. PatientAgent is responsible for
the continuous monitoring of the evolution of a patient, and can send and receive messages to and from a PhysicianAgent. PhysicianAgent is a mobile agent endowed with intentionality that helps the medical staff monitor the tasks performed during a workday, and obtain information about patients and the availability of resources without requiring the intervention of healthcare professionals. For example, information related to bedridden patients is obtained via
ResourceAgent. ResourceAgent is a static agent that runs on a remote server and is responsible for mediating the access to resources related to HISAgent. ResourceCTR provides interfaces to PatientAgent and PhysicianAgent, which are the main agents that communicate with ResourceAgent for obtaining clinical information. PhysicianBehavior and ResourceBehavior represent the behaviors executed by the agents PhysicianAgent and ResourceAgent, respectively. These behaviors include checking of received ACL message’s performative (i.e., inform, request and cfp), requesting for information (i.e., requestResource, requestForMeeting and requestMedicalReport) and sending reply ACL messages to the requestor agents (i.e., prepareResponse and prepareResultNotification).

3.1.3. Domain implementation
In the DI activity, deliverables of the DD activity are used to identify and create the software agents that are assigned to the actors, so that their behaviors are defined according to their roles in the domain. The Domain Engineer uses the Eclipse IDE for implementing the software agents in Java, which are the DI outputs. Fig. 12 shows the Java code that can be produced in this activity, such as the BloodType (concept), BloodMatch (action) and HasBloodType (predicate) classes, which are implemented according to the ontology class diagram for Requesting Blood Type designed in the DD activity. At the end of the DI activity, tests are performed to determine whether it is necessary to iterate on the previous DE activities, otherwise the DE phase can be concluded.

The main goal of the Domain Engineering phase is to extract the knowledge necessary for instantiating a particular agent in Application Engineering phase from the generic models. This knowledge corresponds to the archetypes, agent behaviors, interactions with other agents and some other knowledge specific to a particular agent. We defined a set of ontologies that allow actors of the domain to communicate with each other in a language they understand.

3.2. Application engineering (AE)
Application Engineering is a process in which a specific application is developed by reusing the artifacts obtained during the Domain Engineering phase. The Application Engineer analyzes the legacy systems functions, procedures and terminologies, and additional user requirements for the target application, selecting on appropriate domain model and completing the application development by reusing software components in a bottom-up manner. The AE phase consists of the Application Analysis (AA), Application Design (AD), and Application Implementation (AI) activities, as shown in Fig. 13.

3.2.1. Application analysis
In the AA activity, the Application Engineer analyzes the legacy applications and data, which have been possibly implemented using languages, platforms and techniques older than the technologies considered in this work. Existing systems are analyzed so that potentially reusable components can be identified, such as source code, software documentation and end-users’ requirements. Afterwards, the Application Engineer analyzes the additional requirements of the target application, and works with the end-users in order to define the functionality that most resembles or accommodates what the end-users really need. To identify the stakeholders and the application business processes, the Application Engineer uses UML use case diagrams, which are the AA outputs for documenting the functional requirements and for describing application behaviors.

Fig. 14 shows the use case diagram that provides a high-level view of the relationships between actors (Physician and Patient) and use cases, such as Laboratory Test, ECG Test and X-Ray Test.

3.2.2. Application design
The AD activity aims at identifying the potential reusable components of the domain problem, including the entities and relationships between the agents. To achieve this goal, the specifications are refined to model the application by considering hardware and software platforms, such as, e.g., Java EE and JADE. Using the deliverables of the AA activity, the Application Engineer models concepts as instances of the models built in the DE phase, and selects the classes and behaviors that are relevant to the application domain. Fig. 15(a) shows the GUI designed by the Application Engineer based on the constraints imposed by the Blood Match archetype. Antibodies Detected
(DV_BOOLEAN type) is modeled as option box (True or False) and ABO (DV_TEXT type) is modeled as text field (String). Fig. 15(b) shows the constraints expressed in the reusable archetype, such as constraints on type, values, cardinality, existence and occurrence. Application Engineer refines the class diagrams that describe the application structure obtained in DE phase, showing the relationship between the agent classes and their behaviors.

3.2.3. Application implementation

In the AI activity, the application is implemented. This includes the communication interface designed in the AD activity,
which is built by integrating archetypes to openEHR messages. The application is implemented according to the models produced before, and since the application is implemented in Java the Eclipse IDE is the main tool used in this activity. Moreover, other components are developed for application integration, such as the user integration interfaces and data persistence services implemented according to data access object (DAO) and data transfer object (DTO) patterns [64]. These components make use of a standard SQL relational database, incorporating a Java-based Hibernate layer in order to associate table data to class instances. This offers efficient access to concrete clinical information, such as the results of specific laboratory tests and electrocardiograms.

We applied JADE [36] to implement the agents, since JADE enables the development of a multi-agent system by providing a standard implementation of the FIPA-ACL communication language. The agent and behavior classes that were refined and designed on AD activity are implemented in this activity, and the agents communicate through JADE. Fig. 16 shows the ResourceAgent behavior implemented in Java according to the Requesting Resource use case. The BloodType concept (Line 63–66) and the HasBloodType predicate (Line 67–69) are instantiated, and the request ACLMessage (Line 71–77) is instantiated to query the BloodBankAgent for the availability of blood of the requested blood type (Line 80–81).

At the end of the AI activity, tests are performed to determine whether it is necessary to iterate on the previous AE activities, otherwise the AE phase can be concluded.

4. Case study and mode of availability of software

Using our methodology, we designed a system that allowed us to shift from the legacy CCCMSys that relies on informal offline communication between actors to an agent-based system. The Heart Team members are highly qualified professionals characterized by their experience and skills; however, these team members still have the limitations inherent to human beings. Our proposed methodology aims to design software agents that work on behalf of Heart Team members, delegating daily activities performed by human actors to software agents.

4.1. Design

In our system, a software agent is assigned to each actor working in the healthcare environment in order to perform the assigned tasks in a cooperative multi-agent environment. These software agents are placed on an additional layer (Layer 3) with respect to the legacy CCCMSys, as shown in Fig. 17. The openEHR Gateway is the interface that enables the communication between the Agent-based CCCMSys and several HISs by means of the openEHR specification. The Agent-based CCCMSys has the following agent types: physician, patient, nurse, assistant, resource, schedule, blood bank, surgical center, ICU, device and locator. These agents cooperate with each other in a multi-agent environment in order to automate the information exchange between the stakeholders to which they have been assigned. To ensure the interoperability of the system with other HISs, we designed an agent with the specific ability to exchange messages containing EHR extracts, which are represented according to the openEHR archetype specifications. This agent envelopes messages using ACL that contain serialized objects, and sends it to the requester.

Fig. 18 shows the message exchange when ResourceAgent requests blood of some type to BloodBankAgent according to the specified ontology. In Fig. 18, (1) shows the ontology classes (BloodType, BloodMatch and HasBloodType) according to the constraints imposed by the reusable archetype (BloodMatch), such as constraint on type, values, cardinality, existence and occurrence; (2) shows the instances of BloodMatch (AgentAction)
and HasBloodType (Predicate) types, which are exchanged when ResourceAgent (3) requests a blood type from the BloodBankAgent, which (4) informs if the requested blood of the requested type is available or not. The Application Engineer refines the class diagrams that describe the application structure obtained in the DE phase, showing the relationship between the agent classes and their behaviors.

4.2. **Usage scenario**

The experiments with the Agent-based CCCMSys were conducted in a distributed environment involving three cardiology clinics (ICM, CRTB, and Preventcor) and the Cardiology Department (CCCM) of the Santa Casa Hospital, all located in Marília (São Paulo, Brazil). We assigned fictitious names to the actors in this paper to make sure the participants remain anonymous. The scenario deals with a meeting to prepare the patient Mr. Silva for cardiac surgery, with the following staff: Dr. Call (cardiac surgeon) and Dr. Day (assisting surgeon), both from CCCM; Dr. John (anesthesiologist) from Santa Casa Hospital; Dr. Marden and Dr. Peter (physicians) from the Department of Hemodynamics of Marília; Mrs. Elienne (nurse); and Mrs. Aline (perfusionist). The interactions between the software agents to plan this cardiac surgery are shown in Fig. 19.

The following notifications are exchanged in these interactions:

1. **AssistantAgent** asks the required resources to perform the cardiac surgery to **ResourceAgentCCCM**;
2. **ResourceAgentCCCM** analyzes the conditions for performing the cardiac surgery, and starts the negotiation between **BloodBankAgent**, **IntensiveUnitAgent** and **SurgicalCenterAgent** to confirm the availability of the required blood type at the Blood Bank, an Intensive Care Unit bed and a Surgical Center room, respectively;
3. **BloodBankAgent**, **IntensiveUnitAgent** and **SurgicalCenterAgent** respond to the **ResourceAgentCCCM** about the availability of the requested resources;
4. Once all these resources are available, **ResourceAgentCCCM** sends a message to the mobile device of each staff member in order to set a date for the meeting in which the cardiac surgery is expected to be prepared. The meeting room is context-aware, and the staff members are traced by the **DeviceAgent** and **LocatorAgent**;

---

**Fig. 16 – ResourceAgent behavior—request for resources.**

```java
public class ResourceAgent extends Agent {
    
    class RequestBehaviour extends SequentialBehaviour {
        Behaviour queryBehaviour = null;
        Behaviour requestBehaviour = null;
        // Constructor
        public RequestBehaviour(Agent myAgent) {
            super(myAgent);
        }
        // This is executed at the beginning of the behaviour
        @Override
        @Deprecated
        public void onStart() {
            try {
                Ontology o = myAgent.getContentManager().lookupOntology(BloodOntology.NAME);
                BufferedReader buff = new BufferedReader(new InputStreamReader(System.in));
                // CONCEPT
                BloodType blood = new BloodType();
                blood.setABO(buff.readLine());
                blood.setRhesus(buff.readLine());
                // PREDICATE
                HasBloodType hasBT = new HasBloodType();
                hasBT.setBlood(blood);
                // ACL message to query the BloodBank agent if the above fact is true or false
                ACLMessage queryMsg = new ACLMessage(ACLMessage.REQUEST);
                queryMsg.addReceiver(((ResourceAgent) myAgent).bloodBankAgent);
                queryMsg.setLanguage(FIPANames.ContentLanguage.FIPA_SLO);
                queryMsg.setOntology(EmploymentOntology.NAME);
                try {
                    myAgent.getContentManager().fillContent(queryMsg, hasBT);
                } catch (Exception e) { e.printStackTrace(); }
                // Create and add a behaviour to query the bloodbank agent whether
                // blood already exists in bloodbank following a FIPAQuery protocol
                queryBehaviour = new ResourceAgent.CheckAlreadyBloodBehaviour(myAgent, queryMsg);
                addSubBehaviour(queryBehaviour);
            } catch (IOException ioe) { System.err.println("I/O error: " + ioe.getMessage()); }
        }
    }
}
```
Fig. 17 – Agent-based CCCMSys.

Fig. 18 – Ontology-based message content—Request for Resources.
(5) ResourceAgentCCCM requests to the ResourceAgentWS all the information related to the patient’s EHR;
(6) ResourceAgentWS receives the messages from the cardiology clinics and serializes the EHR extract containing the patient’s information based on the constraints imposed by the openEHR archetype;
(7) ResourceAgentWS envelops the serialized object in a message, and sends it to ResourceAgentCCCM for displaying the patient’s information on a big screen to all staff members;
(8) After this meeting has taken place, the SurgeonAgent notifies the PatientAgent about the surgery time slot.

Fig. 20 shows the GUI of the application, in which AssistantAgent Anne requests the required resources to perform a cardiac surgery on patient Mr. Silva: the ICUBed is flagged as Resource Available, and the Blood Bank and Surgical Center resources are flagged as Waiting Response by the BloodBankAgent and SurgicalCenterAgent, respectively. In Fig. 20, the Message Content panel displays the information necessary to perform the cardiac surgery on the patient. Once these resources are available, the staff members receive a message on their mobile devices in order to set a date for the meeting. In Fig. 20, the Meeting Room display is disabled, but it becomes enabled during the meeting to discuss the patient cardiac surgery.

4.3. Evaluation

In Pervasive Computing, evaluation of new technology is often based on a Technical Laboratory Proof-of-Concept (PoC). In Healthcare, this kind of evaluation is usually not enough for new health technologies, and a methodology named Clinical PoC [65] was proposed for striking a balance between a Technical Laboratory PoC and a full-scale Clinical Trials. A Clinical PoC is characterized as follows:

- It is a controlled experiment;
- It allows the viability of the working prototypes to be assessed in daily use;
- It works inside a real clinical setting; and
- It is relatively short term (typically around 6 months).

To evaluate the acceptance of the Agent-based CCCMSys in a realistic healthcare environment, two groups of users were selected for the proposed scenario: 57 healthcare professionals, including physicians, nurses and medical students; and 122 patients. The healthcare professionals were grouped together because they work as a team in this scenario.

First, we applied a Technical Laboratory PoC during 3 months in the proposed scenario to enable the use of the Agent-based CCCMSys in the daily activities of the selected users. After this period, we applied a Clinical PoC during 6 months to collect evidence from this scenario, employing the Technology Acceptance Model (TAM) [66], since it is generally accepted as an appropriate model to explain technology acceptance in healthcare [67]. TAM assumes that the Perceived Usefulness (PU) and Perceived Ease of Use (PEU) can predict the use and Intentions to Use (IU) of a particular technology.

The users have used the Agent-based CCCMSys in their daily activities from 1st January to 30th July 2012, and after that they have been asked to fill in the structured questionnaire shown in Table 1. This questionnaire has been designed based on TAM. Respondents were asked to give their opinion about the statements in Table 1 on a five-point Likert scale [68], ranging from 1 (strongly disagree) to 5 (strongly agree). To control for bias,
the questionnaires randomly intermixed items across constructs (PU, PEU, IU), and we conducted a group pre-test to ensure that the scales were appropriate [9,69,70]. About 80% and 73% of the distributed questionnaires were duly completed by the healthcare professionals and patients, respectively.

Our analysis was divided in two parts: (1) the validity and reliability of the measurement model were tested with Cronbach’s Alpha [71]; and (2) to examine the research model and the hypotheses, the data were analyzed using Structural Equation Modeling (SEM) [72], which is a statistical method to analyze relationships among variables. Table 2 summarizes the results of this analysis based on the answers to the questionnaire. The constructs have Cronbach’s Alpha values close to the limit of 0.700 [71], which is considered acceptable.

Fig. 20 – GUI of the application for requesting resources.

<table>
<thead>
<tr>
<th>Table 1 – Structured questionnaire.</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Perceived ease of use (PEU)</strong></td>
</tr>
<tr>
<td>PEU1</td>
</tr>
<tr>
<td>PEU2</td>
</tr>
<tr>
<td>PEU3</td>
</tr>
<tr>
<td>PEU4</td>
</tr>
<tr>
<td><strong>Perceived usefulness (PU)</strong></td>
</tr>
<tr>
<td>PU1</td>
</tr>
<tr>
<td>PU2</td>
</tr>
<tr>
<td>PU3</td>
</tr>
<tr>
<td>PU4</td>
</tr>
<tr>
<td>PU5</td>
</tr>
<tr>
<td><strong>Intention to use (IU)</strong></td>
</tr>
<tr>
<td>IU1</td>
</tr>
<tr>
<td>IU2</td>
</tr>
<tr>
<td>IU3</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Table 2 – Statistics of constructs.</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Participants</strong></td>
</tr>
<tr>
<td>Healthcare professionals</td>
</tr>
<tr>
<td>Healthcare professionals</td>
</tr>
<tr>
<td>Healthcare professionals</td>
</tr>
<tr>
<td>Patients</td>
</tr>
<tr>
<td>Patients</td>
</tr>
<tr>
<td>Patients</td>
</tr>
</tbody>
</table>
variables. $R^2$ represents the percentage of total variance of the independent variables, and indicates the predictability of the research model.

The following hypotheses were formulated and analyzed for the proposed scenario:

\begin{itemize}
  \item H1. PU positively affects the IU of the system.
  \begin{itemize}
    \item Null hypothesis: $H_{1a}$; $\mu_{PU} = \mu_{IU}$.
    \item Alternative hypothesis: $H_{1a}$; $\mu_{PU} \neq \mu_{IU}$.
  \end{itemize}
  \item H2. PEU positively affects the IU of the system.
  \begin{itemize}
    \item Null hypothesis: $H_{2a}$; $\mu_{PEU} = \mu_{IU}$.
    \item Alternative hypothesis: $H_{2a}$; $\mu_{PEU} \neq \mu_{IU}$.
  \end{itemize}
  \item H3. PEU positively affects PU.
  \begin{itemize}
    \item Null hypothesis: $H_{3a}$; $\mu_{PEU} = \mu_{PU}$.
    \item Alternative hypothesis: $H_{3a}$; $\mu_{PEU} \neq \mu_{PU}$.
  \end{itemize}
\end{itemize}

To verify these hypotheses, we have chosen to apply Statistical Regression Analysis [72] to the data collected from the users. We tested $H_{3a}$, and the regression analysis results were $R^2 = 0.53$ and $p = 0.0005$, which is highly significant because $p < 0.001$ and $\alpha = 0.05$.

According to these results, $H_{3a}$ can be rejected, meaning that PEU positively affects PU, and therefore $H_{3a}$ is strongly confirmed. Since $R^2 = 0.53$, indicating that PEU explains $53\%$ of the variance in PU, the hypotheses $H_{3a}$ and $H_{2a}$ can be confirmed, and we can conclude with a high confidence that PU and PEU positively affect IU.

Therefore, all hypotheses were confirmed at all measurement points in the proposed scenario. Most of the healthcare professionals claimed that the Agent-based CCCMSys was useful in their daily tasks, and it was easy to use. Furthermore, several healthcare professionals and patients mentioned some usability benefits of this system, such as its efficient method for generating notification messages. In general, healthcare professionals confirmed that the new capabilities added to the CCCMSys improved productivity and automated routine tasks in their healthcare environment.

However, our data analysis has some limitations: (1) the questionnaire we applied in our evaluation is not completely free of subjectivity, since each respondent can react to it in a particular way; (2) all healthcare professionals were grouped together and the results were generalized, despite their different kinds of expertise; (3) PU and PEU were the most important factors to explain people’s intention of using a given technology; however, other factors may affect this decision, such as the prior experience and their job relevance [9,69,70,73].

5. Conclusion and future plans

This paper presented a methodology that allows healthcare organizations to move from legacy systems that rely on informal offline communication of actors, to an automated agent-based system. This methodology is based on the use of software agents and openEHR archetypes, and has been validated with a case study.

In our work, we demonstrated that software agents can support healthcare professionals in their daily practices, since they are able to properly perform communication tasks on behalf of these professionals. Agents can also monitor their environment, since they are able to properly ensure the fulfillment of the contextual requirements. We also observed that these agents are able to take proper decisions about the activities to be performed, and when and how to communicate to perform them.

We have also been able to support the interoperability between heterogeneous HISs in healthcare environments by using openEHR archetypes to represent the information contained in clinical EHR extracts. These EHR extracts are enveloped in ACL messages, and which in turn are exchanged in our agent-based system.

The case study demonstrated that we can shift from a legacy system (the original CCCMSys) to an Agent-based system seamlessly, due to the employment of openEHR archetypes in order to achieve semantic interoperability. The use and evaluation of the Agent-based CCCMSys by healthcare professionals and patients showed the usefulness and acceptance of this system as perceived by their stakeholders.

The proposed methodology preserves significant investment of many years in the legacy systems and allows developers to extend them by adding new features to these systems, providing proactive assistance to the end-users during their daily tasks and increasing the user mobility with an appropriate support. This methodology had been employed before in the development of communication systems in other realistic healthcare scenarios [42,62,70], and the results obtained so far are highly promising. In principle, the methodology can be also employed in other application domains, since archetypes and software agents can be designed specifically to the target domain, and common components can be encapsulated and specialized, facilitating their reuse.

In further work, the performance of the systems developed according to our methodology can be evaluated, especially their scalability, which is a crucial non-functional requirement for realistic applications and for the simultaneous support of multiple scenarios. We argued that our methodology is reusable, which means that our methodology should be applied in other domains with different properties and challenges, so that the true potential and limitations of the methodology can be analyzed. Privacy and security issues arise when we integrate legacy healthcare systems with the technologies we have used. Healthcare systems are subject to strict regulations, so these issues must be addressed in future work to enable their use in more realistic scenarios and scale. Other issues that must be addressed include ensuring the confidentiality and security of information exchange in a realistic healthcare environment. TAM can be extended or replaced by another...
model, to allow the evaluation of the effects of other variables than only perceived usefulness and perceived ease of use (e.g., user experience, job relevance and output quality) on the intention to use the solutions we developed with our methodology.

Acknowledgements

We thank the Brazilian National Council of Technological and Scientific Development (CNPq) for sponsoring our research in the context of the Brazilian National Institute of Science and Technology in Medicine Assisted by Scientific Computing (INCT-MACC). We also thank the Brazilian Federal Agency for Support and Evaluation of Graduate Education (CAPES) for sponsoring the stay of the first author at the University of Twente (Enschede, the Netherlands).

REFERENCES


